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**1a)**

Coding plagiarism causes:

* Lacking citation standards due to programming being a new creativity form; some ambiguity exists between coding and plagiarism (Bailey, 2017).
* Convenient online access to coding repositories and forums – higher likelihoods of plagiarism when students misuse them as shortcuts for assessments (Ngo, 2016).
  + Desire for better grades without much time or effort (Bowyer & Hall, 2001).
* Procrastination when completing assignments leading to rushed timeline and use of shortcuts (Steel, 2007).
  + Misleading perceptions that tasks can be completed within a small timeframe.

Avoiding coding plagiarism:

* Students provided plagiarism education to ensure understanding of what constitutes a plagiarism act (Abraham & Milligan, 2008).
  + Designing lessons to advance learning outcomes (e.g. through worked examples) and peer learning agendas; maximise understanding of program coding (Abdul-Rahman & Du Boulay, 2014; Ngo, 2016).
* Employing writing cleanroom where uncited texts is avoided by including citation/attribution into the code writing process; prevents accidental plagiarism (Bailey, 2016).
  + Texts from outside sources (lifted or not) are immediately cited when inserted.
* Employing comment habits throughout coding process – higher awareness of what codes are (or are not) original (Bailey, 2017).
  + Demonstration of comprehension of written code from external sources.

**1b)**

# This code was obtained from Wu & Zhu (2023), study guide for ANL252, Python for data analytics, p. SU1-38.

name1 = input ("What is your name?")

score1 = int (input("What is your score?"))

if score1<40:

grade1 = "F"

elif score1>=40 and score1<50:

grade1 = "D"

elif score1>=50 and score1<60:

grade1 = "C"

elif score1>=60 and score1<80:

grade1 = "B"

elif score1>=79 and score1<100:

grade1 = "A"

print(f"{name1}, your grade is {grade1}.")

name2 = input ("What is your name?")

score2 = int (input(f"Hello {name1}. What is your score?"))

if score2<40:

grade2 = "F"

elif score2>=40 and score2<50:

grade2 = "D"

elif score2>=50 and score2<60:

grade2 = "C"

elif score2>=60 and score2<80:

grade2 = "B"

elif score2>=79 and score2<100:

grade2 = "A"

print(f"{name2}, your grade is {grade2}.")

Output:

What is your name?Brian

What is your score?65

Brian, your grade is B.

What is your name?Samantha

Hello Brian. What is your score?89

Samantha, your grade is A.

According to Wu and Zhu (2023), above code-piece gathers data, particularly the score, to produce a corresponding grade. Value for name variable (e.g., name1 & name2) is first gathered before scores (e.g., score1 & score2), whereupon the scores are then graded according to the different if-conditions. In this case, the grades are A (between 80 & 100), B (between 59 & 80), C (between 49 & 60), D (between 39 & 50), and F (below 40). The variables, however, are not linked to each other (e.g., name1 not linked to score1) and may be used independently of each other.

If-conditions written (e.g., lines 3 & 18) signify conditions that if the score of user is below 40, grade given would be F. The elif-conditions (e.g., lines 5-12 & lines 20-27) written thereafter in the two code-blocks signify how if scores do not fulfil preceding conditions, Python would move to the next elif-conditions until a condition is satisfied. If score is beyond 100, Python returns error as no values are given to grade variables (e.g., grade1 & grade2).

Print functions at the end of each code-block give output of user’s name and grade received from score provided and if/elif-conditions.

**1c)**

# This code-piece was based on <https://stackoverflow.com/questions/36716503/how-to-create-a-grading-system-in-python> – accessed on 12/09/2023.

# User-defined function “fetch\_grades” to retrieve grade according to test scores given by user input...

# called when grade retrieval is required.

def fetch\_grades(test\_score):

if test\_score >= 0 and test\_score <= 39:

return "F"

elif test\_score >= 40 and test\_score <= 49:

return "D"

elif test\_score >= 50 and test\_score <= 59:

return "C"

elif test\_score >= 60 and test\_score <= 79:

return "B"

elif test\_score >= 80 and test\_score <= 100:

return "A"

number\_of\_students = 2

# For-loop below asks students their name and score before grade is given and printed out.

# Change number\_of\_students to adjust number of respondents.

for i in range(number\_of\_students):

student\_name = str(input("Please enter your name: "))

test\_score = int(input("Please enter your test score (0-100): "))

# Variable for first student’s grade calls on the “fetch\_grades” user-defined function and takes resultant value.

student\_grade = fetch\_grades(test\_score)

print(f"Greetings, {student\_name}. With a score of {test\_score}, your grade is {student\_grade}.")

Output:

Please enter your name: Brian

Please enter your test score (0-100): 65

Greetings, Brian. With a score of 65, your grade is B.

Please enter your name: Samantha

Please enter your test score (0-100): 89

Greetings, Samantha. With a score of 89, your grade is A.

Rewriting code rationale:

* Better readability (Jayasinghe, 2018):
  + Most of the variables are rewritten to better indicate what the code is asking for from the user (e.g., name1 to student\_name1) , allowing better readability of the code.
  + Inserting comments to explain functions of the code so that the code could be understood more easily, building awareness as to the code’s functionality.
* Original code is cumbersome (Kadosh, 2019):
  + Original code is needlessly long in that the code for the second user is a repeat of the code for the first user.
  + Rewriting involved plucking out the needlessly long code block, replacing it with a user-defined function “fetch\_grades”, then applying it when user inputs their score after their name.
  + Rewritten code is much shorter and less cumbersome to read and process.
* Applying new technique; requires code change (Sharovar, 2022):
  + As extension to efficiency argument, more advanced coding techniques to handle repeated inputs helps build efficiency.
  + Use of user-defined function “fetch\_grades” helps shorten entire code-piece due to its modular function – allowing its use whenever called without re-typing code-block for each user.
  + Addition of a for-loop to allow better maintainability in cases where number of students may change and more (or less) inputs are required – also eliminating code redundancies.
* Better error-handling (Kadosh, 2019):
  + Errors can be found in the original code especially with regards to the if- and elif-condition statements.
    - For example, “if score1<40:” in the original code allows for any negative integer to be input, reducing robustness of the code.
  + Furthermore in the original code, changes to one code block for one user may not be reflected in the code of the other – possibly leading to higher inconsistencies and errors.

**2)**

# This code piece was based on ANL252 Tutor-marked assignment, July 2023 presentation.

available\_products = ['Laptop', 'Mouse', 'Webcam', 'Keyboard', 'Speaker']

purchase\_query = 'Yes'

updated\_items\_list = [] # Empty list created for appending of selected item and price below.

# While-loop to keep user within shopping instance should they desire to buy more than one item.

while purchase\_query == 'Yes':

print(f'Hello! Our list of available products are as follows: {available\_products}.')

item\_to\_purchase = str.title(input("What would you like to purchase? "))

# If-condition below; if item is not avaiable, user is given a choice to continue shopping for other items.

# While condition below in case user enters invalid entry; provided error and prompted to re-enter.

if item\_to\_purchase not in available\_products:

print(f'Product is unavailable! Please try again.')

purchase\_query = str.title(input("Would you like to continue shopping? (Yes/No) "))

while purchase\_query != "Yes" and purchase\_query != "No":

purchase\_query = str.title(input("Invalid entry. Would you like to continue shopping? (Yes/No) "))

# Elif-condition for items that are available, providing user choice to input price of product.

elif item\_to\_purchase in available\_products:

item\_price = input("How much is it (in SGD)? ")

# while-loop and try-except block to ensure that amount entered is integer/float

while type(item\_price) != float and type(item\_price) != int:

try:

item\_price = float(item\_price) # item\_price given would be converted to a float

except:

item\_price = input("Invalid input. Please re-enter amount in SGD ") # item\_price not float or integer, user to re-enter amount

# Values for item\_to\_purchase and item\_price variables added to list named chosen\_item\_and\_price.

chosen\_item\_and\_price = [item\_to\_purchase, item\_price]

# updated\_items\_list.append(chosen\_item\_and\_price) inserts item & price into updated\_items\_list

updated\_items\_list.append(chosen\_item\_and\_price)

print(f'This is your updated shopping list: {updated\_items\_list}')

purchase\_query = str.title(input("Would you like to continue shopping? (Yes/No) "))

# While condition below in case user enters invalid entry; provided error and prompted to re-enter.

while purchase\_query != "Yes" and purchase\_query != "No":

purchase\_query = str.title(input("Invalid entry. Would you like to continue shopping? (Yes/No) "))

print(f'This is your final shopping list: {updated\_items\_list}')

To improve reliability, the code was thoroughly reviewed tested for every possible path to ensure that possible errors are properly handled (Jayasinghe, 2018). This includes ensuring integer/float entry of item price (e.g., lines 18-25), case-sensitivity of product names (e.g., addition of .title() at lines 14 & 16), and yes/no answers (e.g., lines 15-16 & 32-35).

To improve readability, Jayasinghe (2018) suggested thoroughly supplementing the code with relevant comments to ensure that those who read the code can easily understand what the code is trying to do and what results it would give. This includes a more specific naming of variables like “purchase\_query” and “chosen\_item\_and\_price”.

To improve maintainability, the codes are kept simple and easily understood to allow more easy additions of other functions or fixes of errors. This includes the more specific naming conventions, proper indentations, more spaced out formatting style, and more thorough and precise comments additions as suggested by Jayasinghe (2018).

Overall, the revised code enhances the functional quality the original code seeks to achieve by providing better error handling, more convenient entry for the user in their purchase listing experience, more information as to what the codes do via thorough commenting process, and better maintainability for future handling of errors or refinements.
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